**Chapter Eight**

**Fundamental of Classes**

**Classes**

A *class* is an expanded concept of a data structure: instead of holding only data, it can hold both data and functions.  
  
An *object* is an instantiation of a class. In terms of variables, a class would be the type, and an object would be the variable.  
  
Classes are generally declared using the keyword class, with the following format:

class class\_name {

access\_specifier\_1:

member1;

access\_specifier\_2:

member2;

...

} object\_names;

Where class\_name is a valid identifier for the class, object\_names is an optional list of names for objects of this class. The body of the declaration can contain members, that can be either data or function declarations, and optionally access specifiers.  
  
All is very similar to the declaration on data structures, except that we can now include also functions and members, but also this new thing called *access specifier*. An access specifier is one of the following three keywords:private, public or protected. These specifiers modify the access rights that the members following them acquire:

* private members of a class are accessible only from within other members of the same class or from their*friends*.
* protected members are accessible from members of their same class and from their friends, but also from members of their derived classes.
* Finally, public members are accessible from anywhere where the object is visible.

By default, all members of a class declared with the class keyword have private access for all its members. Therefore, any member that is declared before one other class specifier automatically has private access. For example: 

|  |  |
| --- | --- |
| 1 2 3 4 5 6 | class CRectangle {  int x, y;  public:  void set\_values (int,int);  int area (void);  } rect; |

Declares a class (i.e., a type) called CRectangle and an object (i.e., a variable) of this class called rect. This class contains four members: two data members of type int (member x and member y) with private access (because private is the default access level) and two member functions with public access: set\_values() and area(), of which for now we have only included their declaration, not their definition.  
  
Notice the difference between the class name and the object name: In the previous example, CRectangle was the class name (i.e., the type), whereas rect was an object of type CRectangle. It is the same relationship int and ahave in the following declaration:

|  |  |
| --- | --- |
|  | int a; |

where int is the type name (the class) and a is the variable name (the object).   
  
After the previous declarations of CRectangle and rect, we can refer within the body of the program to any of the public members of the object rect as if they were normal functions or normal variables, just by putting the object's name followed by a dot (.) and then the name of the member. All very similar to what we did with plain data structures before. For example: 

|  |  |
| --- | --- |
| 1 2 | rect.set\_values (3,4);  myarea = rect.area(); |

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 | // classes example  #include <iostream>  class CRectangle {  int x, y;  public:  void set\_values (int,int);  int area () {return (x\*y);}  };  void CRectangle::set\_values (int a, int b) {  x = a;  y = b;  }  int main () {  CRectangle rect;  rect.set\_values (3,4);  cout << "area: " << rect.area();  return 0;  } | area: 12 |

The only members of rect that we cannot access from the body of our program outside the class are x and y, since they have private access and they can only be referred from within other members of that same class.  
  
Here is the complete example of class CRectangle:

The most important new thing in this code is the operator of scope (::, two colons) included in the definition ofset\_values(). It is used to define a member of a class from outside the class definition itself.  
  
You may notice that the definition of the member function area() has been included directly within the definition of the CRectangle class given its extreme simplicity, whereas set\_values() has only its prototype declared within the class, but its definition is outside it. In this outside definition, we must use the operator of scope (::) to specify that we are defining a function that is a member of the class CRectangle and not a regular global function.  
  
The scope operator (::) specifies the class to which the member being declared belongs, granting exactly the same scope properties as if this function definition was directly included within the class definition. For example, in the function set\_values() of the previous code, we have been able to use the variables x and y, which are private members of class CRectangle, which means they are only accessible from other members of their class.  
  
The only difference between defining a class member function completely within its class or to include only the prototype and later its definition, is that in the first case the function will automatically be considered an inline member function by the compiler, while in the second it will be a normal (not-inline) class member function, which in fact supposes no difference in behavior.  
  
Members x and y have private access (remember that if nothing else is said, all members of a class defined with keyword class have private access). By declaring them private we deny access to them from anywhere outside the class. This makes sense, since we have already defined a member function to set values for those members within the object: the member function set\_values(). Therefore, the rest of the program does not need to have direct access to them. Perhaps in a so simple example as this, it is difficult to see any utility in protecting those two variables, but in greater projects it may be very important that values cannot be modified in an unexpected way (unexpected from the point of view of the object).  
  
One of the greater advantages of a class is that, as any other type, we can declare several objects of it. For example, following with the previous example of class CRectangle, we could have declared the object rectb in addition to the object rect: 

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 | // example: one class, two objects  #include <iostream>  class CRectangle {  int x, y;  public:  void set\_values (int,int);  int area () {return (x\*y);}  };  void CRectangle::set\_values (int a, int b) {  x = a;  y = b;  }  int main () {  CRectangle rect, rectb;  rect.set\_values (3,4);  rectb.set\_values (5,6);  cout << "rect area: " << rect.area() << endl;  cout << "rectb area: " << rectb.area() << endl;  return 0;  } | rect area: 12  rectb area: 30 |

In this concrete case, the class (type of the objects) to which we are talking about is CRectangle, of which there are two instances or objects: rect and rectb. Each one of them has its own member variables and member functions.  
  
Notice that the call to rect.area() does not give the same result as the call to rectb.area(). This is because each object of class CRectangle has its own variables x and y, as they, in some way, have also their own function members set\_value() and area() that each uses its object's own variables to operate.  
  
That is the basic concept of *object-oriented programming*: Data and functions are both members of the object. We no longer use sets of global variables that we pass from one function to another as parameters, but instead we handle objects that have their own data and functions embedded as members. Notice that we have not had to give any parameters in any of the calls to rect.area or rectb.area. Those member functions directly used the data members of their respective objects rect and rectb.

**Constructors and destructors**

Objects generally need to initialize variables or assign dynamic memory during their process of creation to become operative and to avoid returning unexpected values during their execution. For example, what would happen if in the previous example we called the member function area() before having called function set\_values()? Probably we would have gotten an undetermined result since the members x and y would have never been assigned a value.  
  
In order to avoid that, a class can include a special function called constructor, which is automatically called whenever a new object of this class is created. This constructor function must have the same name as the class, and cannot have any return type; not even void.  
  
We are going to implement CRectangle including a constructor: 

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 | // example: class constructor  #include <iostream>  using namespace std;  class CRectangle {  int width, height;  public:  CRectangle (int,int);  int area () {return (width\*height);}  };  CRectangle::CRectangle (int a, int b) {  width = a;  height = b;  }  int main () {  CRectangle rect (3,4);  CRectangle rectb (5,6);  cout << "rect area: " << rect.area() << endl;  cout << "rectb area: " << rectb.area() << endl;  return 0;  } | rect area: 12  rectb area: 30 |

As you can see, the result of this example is identical to the previous one. But now we have removed the member function set\_values(), and have included instead a constructor that performs a similar action: it initializes the values of width and height with the parameters that are passed to it.  
  
Notice how these arguments are passed to the constructor at the moment at which the objects of this class are created:

|  |  |
| --- | --- |
| 1 2 | CRectangle rect (3,4);  CRectangle rectb (5,6); |

Constructors cannot be called explicitly as if they were regular member functions. They are only executed when a new object of that class is created.  
  
You can also see how neither the constructor prototype declaration (within the class) nor the latter constructor definition include a return value; not even void.  
  
The *destructor* fulfills the opposite functionality. It is automatically called when an object is destroyed, either because its scope of existence has finished (for example, if it was defined as a local object within a function and the function ends) or because it is an object dynamically assigned and it is released using the operator delete.  
  
The destructor must have the same name as the class, but preceded with a tilde sign (~) and it must also return no value.  
  
The use of destructors is especially suitable when an object assigns dynamic memory during its lifetime and at the moment of being destroyed we want to release the memory that the object was allocated.

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 | // example on constructors and destructors  #include <iostream>  using namespace std;  class CRectangle {  int \*width, \*height;  public:  CRectangle (int,int);  ~CRectangle ();  int area () {return (\*width \* \*height);}  };  CRectangle::CRectangle (int a, int b) {  width = new int;  height = new int;  \*width = a;  \*height = b;  }  CRectangle::~CRectangle () {  delete width;  delete height;  }  int main () {  CRectangle rect (3,4), rectb (5,6);  cout << "rect area: " << rect.area() << endl;  cout << "rectb area: " << rectb.area() << endl;  return 0;  } | rect area: 12  rectb area: 30 |

**Overloading Constructors**

Like any other function, a constructor can also be overloaded with more than one function that have the same name but different types or number of parameters. Remember that for overloaded functions the compiler will call the one whose parameters match the arguments used in the function call. In the case of constructors, which are automatically called when an object is created, the one executed is the one that matches the arguments passed on the object declaration:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 | // overloading class constructors  #include <iostream>  using namespace std;  class CRectangle {  int width, height;  public:  CRectangle ();  CRectangle (int,int);  int area (void) {return (width\*height);}  };  CRectangle::CRectangle () {  width = 5;  height = 5;  }  CRectangle::CRectangle (int a, int b) {  width = a;  height = b;  }  int main () {  CRectangle rect (3,4);  CRectangle rectb;  cout << "rect area: " << rect.area() << endl;  cout << "rectb area: " << rectb.area() << endl;  return 0;  } | rect area: 12  rectb area: 25 |

In this case, rectb was declared without any arguments, so it has been initialized with the constructor that has no parameters, which initializes both width and height with a value of 5.   
  
**Important:** Notice how if we declare a new object and we want to use its default constructor (the one without parameters), we do not include parentheses ():

|  |  |
| --- | --- |
| 1 2 | CRectangle rectb; // right  CRectangle rectb(); // wrong! |

**Default constructor**

If you do not declare any constructors in a class definition, the compiler assumes the class to have a default constructor with no arguments. Therefore, after declaring a class like this one:

|  |  |
| --- | --- |
| 1 2 3 4 5 | class CExample {  public:  int a,b,c;  void multiply (int n, int m) { a=n; b=m; c=a\*b; }  }; |

The compiler assumes that CExample has a default constructor, so you can declare objects of this class by simply declaring them without any arguments:

|  |  |
| --- | --- |
|  | CExample ex; |

But as soon as you declare your own constructor for a class, the compiler no longer provides an implicit default constructor. So you have to declare all objects of that class according to the constructor prototypes you defined for the class:

|  |  |
| --- | --- |
| 1 2 3 4 5 6 | class CExample {  public:  int a,b,c;  CExample (int n, int m) { a=n; b=m; };  void multiply () { c=a\*b; };  }; |

Here we have declared a constructor that takes two parameters of type int. Therefore the following object declaration would be correct:

|  |  |
| --- | --- |
|  | CExample ex (2,3); |

But,

|  |  |
| --- | --- |
|  | CExample ex; |

Would **not** be correct, since we have declared the class to have an explicit constructor, thus replacing the default constructor.  
  
But the compiler not only creates a default constructor for you if you do not specify your own. It provides three special member functions in total that are implicitly declared if you do not declare your own. These are the *copy constructor*, the *copy assignment operator*, and the default destructor.  
  
The copy constructor and the copy assignment operator copy all the data contained in another object to the data members of the current object. For CExample, the copy constructor implicitly declared by the compiler would be something similar to:

|  |  |
| --- | --- |
| 1 2 3 | CExample::CExample (const CExample& rv) {  a=rv.a; b=rv.b; c=rv.c;  } |

Therefore, the two following object declarations would be correct:

|  |  |
| --- | --- |
| 1 2 | CExample ex (2,3);  CExample ex2 (ex); // copy constructor (data copied from ex) |

**Pointers to classes**

It is perfectly valid to create pointers that point to classes. We simply have to consider that once declared, a class becomes a valid type, so we can use the class name as the type for the pointer. For example: 

|  |  |
| --- | --- |
|  | CRectangle \* prect; |

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31 32 33 34 | // pointer to classes example  #include <iostream>  using namespace std;  class CRectangle {  int width, height;  public:  void set\_values (int, int);  int area (void) {return (width \* height);}  };  void CRectangle::set\_values (int a, int b) {  width = a;  height = b;  }  int main () {  CRectangle a, \*b, \*c;  CRectangle \* d = new CRectangle[2];  b= new CRectangle;  c= &a;  a.set\_values (1,2);  b->set\_values (3,4);  d->set\_values (5,6);  d[1].set\_values (7,8);  cout << "a area: " << a.area() << endl;  cout << "\*b area: " << b->area() << endl;  cout << "\*c area: " << c->area() << endl;  cout << "d[0] area: " << d[0].area() << endl;  cout << "d[1] area: " << d[1].area() << endl;  delete[] d;  delete b;  return 0;  } | a area: 2  \*b area: 12  \*c area: 2  d[0] area: 30  d[1] area: 56 |

is a pointer to an object of class CRectangle.  
  
As it happened with data structures, in order to refer directly to a member of an object pointed by a pointer we can use the arrow operator (->) of indirection. Here is an example with some possible combinations:

Next you have a summary on how can you read some pointer and class operators (\*, &, ., ->, [ ]) that appear in the previous example:

|  |  |
| --- | --- |
| **expression** | **can be read as** |
| \*x | pointed by x |
| &x | address of x |
| x.y | member y of object x |
| x->y | member y of object pointed by x |
| (\*x).y | member y of object pointed by x (equivalent to the previous one) |
| x[0] | first object pointed by x |
| x[1] | second object pointed by x |
| x[n] | (n+1)th object pointed by x |

Be sure that you understand the logic under all of these expressions before proceeding with the next sections. If you have doubts, read again this section and/or consult the previous sections about pointers and data structures.

**The keyword this**

The keyword this represents a pointer to the object whose member function is being executed. It is a pointer to the object itself.  
  
One of its uses can be to check if a parameter passed to a member function is the object itself. For example,

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 | // this  #include <iostream>  class CDummy {  public:  int isitme (CDummy& param);  };  int CDummy::isitme (CDummy& param)  {  if (&param == this) return true;  else return false;  }  int main () {  CDummy a;  CDummy\* b = &a;  if ( b->isitme(a) )  cout << "yes, &a is b";  return 0;  } | yes, &a is b |

**Static members**

A class can contain *static* members, either data or functions.  
  
Static data members of a class are also known as "class variables", because there is only one unique value for all the objects of that same class. Their content is not different from one object of this class to another.   
  
For example, it may be used for a variable within a class that can contain a counter with the number of objects of that class that are currently allocated, as in the following example:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 | // static members in classes  #include <iostream>  class CDummy {  public:  static int n;  CDummy () { n++; };  ~CDummy () { n--; };  };  int CDummy::n=0;  int main () {  CDummy a;  CDummy b[5];  CDummy \* c = new CDummy;  cout << a.n << endl;  delete c;  cout << CDummy::n << endl;  return 0;  } | 7  6 |

In fact, static members have the same properties as global variables but they enjoy class scope. For that reason, and to avoid them to be declared several times, we can only include the prototype (its declaration) in the class declaration but not its definition (its initialization). In order to initialize a static data-member we must include a formal definition outside the class, in the global scope, as in the previous example:

|  |  |
| --- | --- |
|  | int CDummy::n=0; |

Because it is a unique variable value for all the objects of the same class, it can be referred to as a member of any object of that class or even directly by the class name (of course this is only valid for static members):

|  |  |
| --- | --- |
| 1 2 | cout << a.n;  cout << CDummy::n; |

These two calls included in the previous example are referring to the same variable: the static variable n within class CDummy shared by all objects of this class.  
  
Once again, I remind you that in fact it is a global variable. The only difference is its name and possible access restrictions outside its class.  
  
Just as we may include static data within a class, we can also include static functions. They represent the same: they are global functions that are called as if they were object members of a given class. They can only refer to static data, in no case to non-static members of the class, as well as they do not allow the use of the keywordthis, since it makes reference to an object pointer and these functions in fact are not members of any object but direct members of the class.

**Friendship and inheritance**

**Friend functions**

In principle, private and protected members of a class cannot be accessed from outside the same class in which they are declared. However, this rule does not affect *friends*.  
  
Friends are functions or classes declared with the friend keyword.  
  
If we want to declare an external function as friend of a class, thus allowing this function to have access to the private and protected members of this class, we do it by declaring a prototype of this external function within the class, and preceding it with the keyword friend:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31 32 | // friend functions  #include <iostream>  class CRectangle {  int width, height;  public:  void set\_values (int, int);  int area () {return (width \* height);}  friend CRectangle duplicate (CRectangle);  };  void CRectangle::set\_values (int a, int b) {  width = a;  height = b;  }  CRectangle duplicate (CRectangle rectparam)  {  CRectangle rectres;  rectres.width = rectparam.width\*2;  rectres.height = rectparam.height\*2;  return (rectres);  }  int main () {  CRectangle rect, rectb;  rect.set\_values (2,3);  rectb = duplicate (rect);  cout << rectb.area();  return 0;  } | 24 |

The duplicate function is a friend of CRectangle. From within that function we have been able to access the members width and height of different objects of type CRectangle, which are private members. Notice that neither in the declaration of duplicate() nor in its later use in main() have we considered duplicate a member of classCRectangle. It isn't! It simply has access to its private and protected members without being a member.  
  
The friend functions can serve, for example, to conduct operations between two different classes. Generally, the use of friend functions is out of an object-oriented programming methodology, so whenever possible it is better to use members of the same class to perform operations with them. Such as in the previous example, it would have been shorter to integrate duplicate() within the class CRectangle.

**Friend classes**

Just as we have the possibility to define a friend function, we can also define a class as friend of another one, granting that first class access to the protected and private members of the second one.

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31 32 33 34 35 36 | // friend class  #include <iostream>  using namespace std;  class CSquare;  class CRectangle {  int width, height;  public:  int area ()  {return (width \* height);}  void convert (CSquare a);  };  class CSquare {  private:  int side;  public:  void set\_side (int a)  {side=a;}  friend class CRectangle;  };  void CRectangle::convert (CSquare a) {  width = a.side;  height = a.side;  }    int main () {  CSquare sqr;  CRectangle rect;  sqr.set\_side(4);  rect.convert(sqr);  cout << rect.area();  return 0;  } | 16 |

In this example, we have declared CRectangle as a friend of CSquare so that CRectangle member functions could have access to the protected and private members of CSquare, more concretely to CSquare::side, which describes the side width of the square.  
  
You may also see something new at the beginning of the program: an empty declaration of class CSquare. This is necessary because within the declaration of CRectangle we refer to CSquare (as a parameter in convert()). The definition of CSquare is included later, so if we did not include a previous empty declaration for CSquare this class would not be visible from within the definition of CRectangle.  
  
Consider that friendships are not corresponded if we do not explicitly specify so. In our example, CRectangle is considered as a friend class by CSquare, but CRectangle does not consider CSquare to be a friend, so CRectanglecan access the protected and private members of CSquare but not the reverse way. Of course, we could have declared also CSquare as friend of CRectangle if we wanted to.  
  
Another property of friendships is that they are *not transitive*: The friend of a friend is not considered to be a friend unless explicitly specified.

**Inheritance between classes**

A key feature of C++ classes is inheritance. Inheritance allows to create classes which are derived from other classes, so that they automatically include some of its "parent's" members, plus its own. For example, we are going to suppose that we want to declare a series of classes that describe polygons like our CRectangle, or likeCTriangle. They have certain common properties, such as both can be described by means of only two sides: height and base.  
  
This could be represented in the world of classes with a class CPolygon from which we would derive the two other ones: CRectangle and CTriangle.  
  
![http://www.cplusplus.com/doc/tutorial/inheritance/inheritance.gif](data:image/gif;base64,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)   
The class CPolygon would contain members that are common for both types of polygon. In our case: width andheight. And CRectangle and CTriangle would be its derived classes, with specific features that are different from one type of polygon to the other.  
  
Classes that are derived from others inherit all the accessible members of the base class. That means that if a base class includes a member A and we derive it to another class with another member called B, the derived class will contain both members A and B.  
  
In order to derive a class from another, we use a colon (:) in the declaration of the derived class using the following format:   
  
class derived\_class\_name: public base\_class\_name  
{ /\*...\*/ };  
  
Where derived\_class\_name is the name of the derived class and base\_class\_name is the name of the class on which it is based. The public access specifier may be replaced by any one of the other access specifiers protected andprivate. This access specifier limits the most accessible level for the members inherited from the base class: The members with a more accessible level are inherited with this level instead, while the members with an equal or more restrictive access level keep their restrictive level in the derived class.

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31 32 33 | // derived classes  #include <iostream>  class CPolygon {  protected:  int width, height;  public:  void set\_values (int a, int b)  { width=a; height=b;}  };  class CRectangle: public CPolygon {  public:  int area ()  { return (width \* height); }  };  class CTriangle: public CPolygon {  public:  int area ()  { return (width \* height / 2); }  };    int main () {  CRectangle rect;  CTriangle trgl;  rect.set\_values (4,5);  trgl.set\_values (4,5);  cout << rect.area() << endl;  cout << trgl.area() << endl;  return 0;  } | 20  10 |

The objects of the classes CRectangle and CTriangle each contain members inherited from CPolygon. These are:width, height and set\_values().  
  
The protected access specifier is similar to private. Its only difference occurs in fact with inheritance. When a class inherits from another one, the members of the derived class can access the protected members inherited from the base class, but not its private members.  
  
Since we wanted width and height to be accessible from members of the derived classes CRectangle andCTriangle and not only by members of CPolygon, we have used protected access instead of private.  
  
We can summarize the different access types according to who can access them in the following way: 

|  |  |  |  |
| --- | --- | --- | --- |
| **Access** | **public** | **protected** | **private** |
| members of the same class | yes | yes | yes |
| members of derived classes | yes | yes | no |
| not members | yes | no | no |

Where "not members" represent any access from outside the class, such as from main(), from another class or from a function.  
  
In our example, the members inherited by CRectangle and CTriangle have the same access permissions as they had in their base class CPolygon:

|  |  |
| --- | --- |
| 1 2 3 4 5 | CPolygon::width // protected access  CRectangle::width // protected access  CPolygon::set\_values() // public access  CRectangle::set\_values() // public access |

This is because we have used the public keyword to define the inheritance relationship on each of the derived classes:

|  |  |
| --- | --- |
|  | class CRectangle: public CPolygon { ... } |

This public keyword after the colon (:) denotes the most accessible level the members inherited from the class that follows it (in this case CPolygon) will have. Since public is the most accessible level, by specifying this keyword the derived class will inherit all the members with the same levels they had in the base class.  
  
If we specify a more restrictive access level like protected, all public members of the base class are inherited as protected in the derived class. Whereas if we specify the most restricting of all access levels: private, all the base class members are inherited as private.  
  
For example, if daughter was a class derived from mother that we defined as:

|  |  |
| --- | --- |
|  | class daughter: protected mother; |

This would set protected as the maximum access level for the members of daughter that it inherited from mother. That is, all members that were public in mother would become protected in daughter. Of course, this would not restrict daughter to declare its own public members. That maximum access level is only set for the members inherited from mother.  
  
If we do not explicitly specify any access level for the inheritance, the compiler assumes private for classes declared with class keyword and public for those declared with struct.

**What is inherited from the base class?**

In principle, a derived class inherits every member of a base class except:

* its constructor and its destructor
* its operator=() members
* its friends

Although the constructors and destructors of the base class are not inherited themselves, its default constructor (i.e., its constructor with no parameters) and its destructor are always called when a new object of a derived class is created or destroyed.  
  
If the base class has no default constructor or you want that an overloaded constructor is called when a new derived object is created, you can specify it in each constructor definition of the derived class:  
  
derived\_constructor\_name (parameters) : base\_constructor\_name (parameters) {...}  
  
For example: 

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 | // constructors and derived classes  #include <iostream>  using namespace std;  class mother {  public:  mother ()  { cout << "mother: no parameters\n"; }  mother (int a)  { cout << "mother: int parameter\n"; }  };  class daughter : public mother {  public:  daughter (int a)  { cout << "daughter: int parameter\n\n"; }  };  class son : public mother {  public:  son (int a) : mother (a)  { cout << "son: int parameter\n\n"; }  };  int main () {  daughter cynthia (0);  son daniel(0);    return 0;  } | mother: no parameters  daughter: int parameter    mother: int parameter  son: int parameter |

Notice the difference between which mother's constructor is called when a new daughter object is created and which when it is a son object. The difference is because the constructor declaration of daughter and son:

|  |  |
| --- | --- |
| 1 2 | daughter (int a) // nothing specified: call default  son (int a) : mother (a) // constructor specified: call this |

**Multiple inheritances**

In C++ it is perfectly possible that a class inherits members from more than one class. This is done by simply separating the different base classes with commas in the derived class declaration. For example, if we had a specific class to print on screen (COutput) and we wanted our classes CRectangle and CTriangle to also inherit its members in addition to those of CPolygon we could write: 

|  |  |
| --- | --- |
| 1 2 | class CRectangle: public CPolygon, public COutput;  class CTriangle: public CPolygon, public COutput; |

here is the complete example: 

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31 32 33 34 35 36 37 38 39 40 41 42 | // multiple inheritance  #include <iostream>  class CPolygon {  protected:  int width, height;  public:  void set\_values (int a, int b)  { width=a; height=b;}  };  class COutput {  public:  void output (int i);  };  void COutput::output (int i) {  cout << i << endl;  }  class CRectangle: public CPolygon, public COutput {  public:  int area ()  { return (width \* height); }  };  class CTriangle: public CPolygon, public COutput {  public:  int area ()  { return (width \* height / 2); }  };    int main () {  CRectangle rect;  CTriangle trgl;  rect.set\_values (4,5);  trgl.set\_values (4,5);  rect.output (rect.area());  trgl.output (trgl.area());  return 0;  } | 20  10 |